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Developing and hosting web data apps in R
programming for official statistics
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Abstract. Official statistics place particular emphasis on communication and dissemination of surveys’ results to citizens and
stakeholders. This is typically done through the publication of press releases and presentation of aggregated data of statistical
surveys. The use of web services and software that allow users to interact with the results of official statistics comes to further
enhance communication, dissemination, literacy and overall quality of official statistics. This paper is related to the objectives
and context of reaching a wider audience through engaging users and explains how an NSO (National Statistical Office) member
without specialized knowledge of frontend-backend programming techniques can create such web services in R programming
environment through “Shiny” library. The paper also reviews the issue of hosting “Shiny” apps and presents existing approaches.
For demonstration purposes, an experimental version of such an application was constructed that presents in an interactive way the
quarterly results of the new statistical product of the Hellenic Statistical Authority (ELSTAT) on Greek business demography.

Keywords: Official statistics, shiny package, r programming, dissemination of official statistics, web programming, data science,
dev ops

1. Introduction

One of the primary goals of the European Statistical
System is to disseminate [1] and communicate official
statistics [2]. Official statistics as a public good are bet-
ter understood and more useful for stakeholders through
their effective dissemination and communication [3].
Overall quality of official statistics is also being affected
by successful implementation of COP (code of practice)
principles [4] while new quality challenges for official
statistics have already emerged due to globalization
and technology advancements [5]. The improvement
in the quality of official statistics has, in turn, been de-
signed to boost public’s trust, which is associated with
a greater willingness to participate-cooperate, with the
corresponding positive effects on the production of high
quality official statistics [4].

It is a common practice for surveys’ results to be
disseminated through communication channels such
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as official institution websites, social media (e.g. twit-
ter, linkedin) [6], and electronic and printed media af-
ter they have been processed. In the case of the Hel-
lenic Statistical Authority (ELSTAT), the results of a
survey are usually issued through a relevant press re-
lease that includes electronic files with references to
the main points of the produced results but also from
attached electronic spreadsheets with the corresponding
aggregated data. Results are also being channelized in
social media and press so that results are shared with
public.

Although this presentation of the results is sufficient
to inform stakeholders, in the context of this paper, we
propose the use of web apps that enhance the user’s in-
teraction [7] with the results, which improves the under-
standing [8] of research by positively contributing to the
relevance and reproduction [9] of the services provided
by the official statistics carrier. Such apps have also
been used as instruments for teaching statistics [10,11],
tools for promoting statistical knowledge [12] and rais-
ing awareness for the official statistics in a wider au-
dience. In their multipurpose usage should also be no-
ticed the promotion of statistical literacy [13,14] whilst
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it should be added up that they have been evaluated
as to their contribution [15]. Such apps should also be
considered as part of the greater data science context
that is an interdisciplinary field gaining more and more
attention on official statistic’s community [16–18]. It
should be also mentioned that COVID-19 worked as
an accelerator of developing data web apps with of-
ficial statistics sources promoting public briefing and
awareness about pandemic [19].

The paper is organized as follows. In Section 2 the
literature review is being presented while in Section 3.1
the how-to build methodology of web apps is being ex-
plained with R’s “Shiny” package. Next, in Section 3.2
the problem of hosting web apps built on Shiny package
is being analyzed and existing approaches are being
illustrated. In Section 4 follows a demo implementation
of such an app that can be utilized to promote com-
munication and dissemination of official statistics to
stakeholders and in Section 5 conclusions which sum-
marize the content provided by the present paper are
being discussed.

2. Literature review

According to the DSMOS model (Data Science
Model for Official Statistics) [20] dissemination of offi-
cial statistics stands as a primary factor with data visual-
ization and model deployment being as factor’s indica-
tor. Data science is also interconnected with the creation
of data-driven web apps [21] which in turn has also
been used for improving data literacy [14]. However, as
appealing as it is to use such an application, the issue
of its implementation is equally complex. Typically,
knowledge of front-end technologies such as HTML,
React, Angular, Vue, and CSS is required for the de-
velopment of a web application’s graphical interface,
formatting, and interaction with the user [22]. Back-end
technologies must also be comprehended, which typi-
cally include a web server, the application, a scripting
language (e.g., PHP, Python, Ruby on Rails, etc.), and a
database [23]. As a consequence, there is a wide range
of skills that one should have as knowledge for the de-
velopment of a complete web application [24], plus a
possible steep learning curve, they should be considered
as significant challenges for a non-programmer.

In recent years, however, a different approach has
been taken to the development of web applications and
even to those that emphasize data management, anal-
ysis and modeling. This cognitive gap was filled by
tools such as the Shiny library [25,26] for users of the

R language or Dash [27], Streamlit [28] and Voila [29]
for Python users. The central philosophy is that it is
sufficient to know R or Python and use any of the above
packages and their corresponding functions to build
an online dashboard [30], fast prototypes’ apps [31] or
even integrated applications such as real-time applica-
tions for the development of predictions from machine
learning models. These libraries were created to allevi-
ate the burden from painstaking work from using of a
variety of tools [32] and to allow the user to focus on
the application one wants to implement rather than how
to implement it technically. It is no coincidence that
there are several publications with applications built on
Shiny that aim to teach statistics [10,13,15,16,25,33] or
some complex object [33] or to present in an interactive
and visual way specialized discoveries [34].

This work focuses on the Shiny Library which refers
to the R-language whose community comes largely
from the subject of statistics. The idea of using Shiny
apps for dissemination and communication of official
statistics has been recently introduced in [14] which
aiming to provide better understating of data to the
users. However in [14] is not analyzed how a user
can develop and deploy a Shiny application. Hosting-
deploying a Shiny application is an issue by itself with
a variety of different approaches based on different cri-
teria [20,21]. These different approaches are illustrated
in Section 3.2.

3. Methodology

3.1. Developing a Shiny app

The web apps mentioned in the introduction are, in
fact, online dynamic dashboards [22] but not only, with
visually driven options that allow the user to interact
with the survey findings [23]. The visually driven op-
tions can be determined differently for each survey,
and their contents are based on the survey managers’
expertise of the subject within a bespoke – tailored
design model. The R programming language, namely
the Shiny package/library, was used to create a trial of
such an applet [24]. The Shiny package allows users
to create input objects, calculations, and output objects
through a variety of functions [25,26]. Each application
in Shiny operates according to the rationale outlined
below: When a user interacts with an input object (e.g.,
a drop-down list of options) then an input event is trig-
gered. Shiny’s “ear” then recognizes the type and char-
acteristics of the input event in order to automatically
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produce a reaction to the specific event. Finally, this
reaction can result in the creation of an output object
(e.g. a diagram, a scoreboard, etc.). The Shiny library is
an excellent tool for developing web applications (via
rapid prototyping) [31] to meet the needs of data ser-
vices. This library enables R language users without
programming knowledge to develop frontend and back-
end applications using all of the R language’s features.
At the same time, Shiny ensures that all the necessary
functions in the backend and frontend [26] are executed
in the background in order for the web application to
be executed.

Shiny’s workflow
There are two basic functions in a Shiny application.

The first function is known as “ui”, and the second is
known as “server” [26]. The frontend of the web ap-
plication can be built in the first function using appro-
priate commands-functions. This includes both input
objects that will be processed in the backend and output
objects that will be the visible result of the processing
from a backend script. Within the ui function, library
functions that control the architectural design and aes-
thetics of the application’s frontend can also be placed.
Each input object is created using a suitable function
of the Shiny library and is given a set of parameters,
of which include, an id, a caption for the object, and
an initial value, constitute the object’s original state.
All parameters in an input object are stored as an item
in a list that includes all of the input objects’ elements
and has the predefined name “input”. Access to the data
of any input object can be obtained in the backend by
accessing the input list with the first argument of the
object’s creation function, i.e. the id.

The backend is made up of a plethora of functions
that use in their calculations both the values of input
objects and other data that is statically stored in the
R’s interface. Shiny has special backend functions that
monitor changes in the values of input objects. As a re-
sult, by changing an input event, these special functions
can instantly produce a reaction (e.g., creating a scatter
plot from the values of the input objects). Typically,
this reaction is an output object. Each output object has
some values that are stored as an item in a R list called
“output” and contains all the information about the out-
put objects generated in the backend at any given time.
When running a Shiny application, the only thing that
remains in the workflow is to print the output objects
in the frontend. This is accomplished in the ui function
by calling the corresponding function of output’s object
printing, which takes only the name of the object in the

list of output objects as an argument. It’s worth noting at
this point that in “Shiny” there are two ways of “listen-
ing” in what’s going on regarding events taking place
in an app. The first way is known as the “observer”
method, while the second is known as the “reactive”
method. The first method re-executes the code that ex-
ists within it instantly when the value of an input object
in the body of its code changes. Although this appears to
be normal, it can result in the development of inefficient
applications. Let’s consider the following example. Let
suppose that an output object is a forecast price that
indicates whether or not a creditor is solvent. Assume
that this result is predicted by training a classification
model with 22 input objects, each of which is the com-
pletion of a questionnaire field at the frontend of the
application. In this case, the listener’s change to a single
input object will automatically trigger the recalculation
of the entire model in a very short time. Consider that
it is reasonable to want for the application to respond
after answering all of the questionnaire’s questions. In
the preceding example, the implementation will cause
the execution of the predictive model 22 times. That
is why there is a second kind of listener. The literature
describes this as “lazy,” whereas it only calculates the
body of its code when a specific event changes (e.g. the
pressing of a submit-execution button). As a result, the
predictive model will be calculated only once, using all
22 entry values from the questionnaire all at once.

Example of a Shiny application
A Shiny application can be included in a single script,

or it can be divided into two scripts, the first repre-
senting the frontend and the second the backend. In
the case of a complex application with many lines of
code, the approach with the two scripts is more effi-
cient. Also, for the loading of libraries or external data
sources (e.g., databases, spreadsheets, etc.), it is rec-
ommended to create separate scripts and integrate them
into the body of the final application before the start
of the ui and server functions. When a Shiny app is
launched, the commands within the scripts are executed
only once, and the code is then executed only through
the two functions listed in the Shiny app. A simple ex-
ample of a Shiny application is provided below. When
we go to build an application in Shiny, we are given this
predefined example in the IDE Rstudio. This example
includes a slider box as an input object and a frequency
histogram as an output object.

Code is available in code.R script in: https://drive.goo
gle.com/drive/folders/199UekXOk83rehvlcIQ8ZR_BQ
vKzD5P_d?usp=sharing
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Description of how the above code works
The input and output objects, as well as some func-

tions that provide spatial and aesthetic management of
the frontend canvas, are included in the ui function. In
essence, they are Shiny commands that are translated
into corresponding HTML, CSS, and JavaScript code.
However, in addition to the fixed options provided by
the existing functions of a library version, the author
of the application can place his own code in HTML,
CSS, and JavaScript and have complete control over the
application’s frontend.

The application divides the frontend into a grid in
its basic version, with column creation options, sidebar
options, a central panel, a tab set panel, and so on.
Aside from the Shiny’s grid, there are R libraries such
as Shiny dashboard [27] that allow you to fine-tune the
architectural design of the application without writing
any additional code. There are also libraries, such as
Shiny Widgets [28], that help to expand the available
input objects provided by Shiny. In the above example
the code

sliderInput(“bins”,
“Number of bins:”,
min = 1,
max = 50,
value = 30)

creates the app’s input object. The ID of the object is
“bins,”, the caption is “Number of bins:” and the object
in question is required to declare the slider’s minimum,
maximum, and current value.

The code:

output$distPlot < − renderPlot({
# generate bins based on input$bins from ui.R
x < − faithful[, 2]
bins < − seq(min(x), max(x), length.out =

input$bins + 1)
# draw the histogram with the specified number

of bins
hist(x, breaks = bins, col = ‘darkgray’, border =

‘white’)
})

acts as an instantaneous listener, generating a randomly
generated frequency histogram with each change of the
input$bins, with the number of bins in the histogram
determined by the respective value of the input$bins.
The last line is returned as a diagram, which is saved as
“distPlot” in the list of output objects. The plotOutput
(“distPlot”) code is used to print the output object in
the frontend ground using the plotOutput() function.

If building the UI of a Shiny app is still a burden, at
the time this paper was written, there are some pack-
ages alleviating this difficulty. “Designer” [29] is an R
package which enables users to create UI components
in a Shiny app via drag n drop while generates also the
equivalent code for your scripts. “Shiny UI editor” [30]
is one new package from Rstudio’s (Posit) team that
operates in a similar way with Designer. There is also
a package called “ShinyWYSIWYG” [31] which ven-
tures one step further to include also the server logic
through it’s GUI while also producing the correspond-
ing R code. These packages are extremely handy cre-
ating an abstraction level for app creators and aim to
enhance focus on R code that hasn’t to do with coding
a functional design. Last but not least there are addition
R packages that aim to help user succeed in creating
complex UI [27,28,32,33].

3.2. Hosting a Shiny app

Although building an application in Shiny is a quite
simple, creative and fast task (depending on complexity
of the app), hosting an application as an online ser-
vice presents technical challenges [20,34]. Shiny cre-
ates a web server for you, but that’s where the problems
begin. The issue stems from the fact that the R lan-
guage, on which the specific library is based, is a single
threaded process. Even though there have been publica-
tions [8,10,14] about creating Shiny R apps and using
for the needs of official statistics there is little to no
information about different types of hosting-deploying
an app. Hosting and maintaining a Shiny app in an pro-
duction level is a quite technical procedure as it will be
shown below while deploying procedure should consid-
ered as a critical factor concerning their use from NSOs.
Fortunately, there are a variety of approaches address-
ing this problem. Before selecting a solution for hosting
“Shiny” apps questions should be asked such as how
many concurrent users there should be able to interact
with the app, whether the app should be hosted in-house
or outsourced( cloud infrastructure vendors). Consid-
eration should also be taken on topics such as the total
expenses, authentication an authorization capabilities
and overall security.

Localhost R Studio Desktop
Running Shiny app can be done from a personal com-

puter (i.e a laptop) directly from R Studio Desktop.
This is the fastest way to host a Shiny app but it comes
with an important flaw. Interaction with the app is lim-
ited to one concurrent user due to R’s single threaded
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nature. It’s an in-house hosting solution, providing no
authentication or authorization, no additional expenses
and no security in terms of https/ssl. This way of host-
ing a Shiny app can be utilized for projects’ drafts and
mockups presentation.

Shinyapps.io
This is an online service that provides Shiny app

hosting and it can be a free or a paid service. Adding
an app to this service is particularly simple and can be
done directly from the RStudio IDE. It is a free ser-
vice in the beginning (with limited options and com-
puting resources) [34], but there is a fee if someone
wants to use all of the service’s features. The service’s
advantages include ease of installation and compliance
with security parameters such as encryption and au-
thentication (in the licensed version of the service). It
is also possible to scale and support the service’s use.
Shinyapps.io is an outsourced way of hosting, enables
existence of concurrent users and depending on hosting
plan it can provide authentication, authorization and
security.

Shiny server opensource
If someone intends to self-host Shiny apps, there is

a free and opensource version of the Shiny server that
can be used in an operating system. While this version
enables the existence of concurrent users(but with lim-
itations), there are disadvantages for production-level
applications such absence of built in authentication-
authorization options.

Shiny server pro and Rstudio Connect
To address the issues raised above, solutions such as

RStudio’s Shiny server pro, a commercial version of
Shiny server that provides for more complete control of
Shiny application hosting, have been developed (which
solves the problems mentioned above).

There is also the “Rstudio Connect” service. Rstu-
dio connect supports enterprise-level hosting of Shiny
applications [35], user authentication via options such
as LDAP, Google OAuth 2.0, and others, database con-
nections, user management in roles and access rights,
and the ability to scale resources for the best possible
application operation. This service is available online
under a fee by the time this paper was written. So Rstu-
dio connect is an outsourced way of hosting Shiny apps
which satisfies scalability, authorization, authentication,
security but it comes as a paid service.

Docker and Shiny Proxy
In recent years, it has become clear that the container-

ization technique is gaining traction in applications that
are intended to be used in production rather than in a test
environment. Docker is a popular piece of software [20]
that harnesses some powerful kernel-level technology.
It generates lightweight virtual machines through its
images (i.e. preinstalled applications in an operating
system) that run within an existing operating system.
Unlike the traditional creation of a virtual machine, the
creation of a container from a “Docker image” [20] in
Docker does not necessitate the allocation-commitment
of our system’s computing resources in advance. Fur-
thermore, different containers can communicate with
one another, thus providing complete freedom during
the development of a service, such as the simultaneous
existence of containers for production, testing, research-
development, or the use of different software versions
(e.g. different containers with different versions of the
R language). We can also run many docker containers
at the same time using our original operating system,
which solves the problem of R’s single-threaded-nature,
i.e. the use of the service by a single simultaneous user.
Moreover Docker appears with a DevOps’ philosophy
suitable for usage in reproducible research.

In order to address the shortcomings of Shiny server
opensource and allow concurrent usage [20] of Shiny
apps and enable authorization features, the Shinyproxy
software, which is based in java enterprise, was devel-
oped in 2016. It employs mature authentication and
certification techniques and can launch multiple Docker
containers at the same time, including the installation
of the R language and a R Shiny application. It also
works with reverse proxies (e.g., Ngnix, Apache) [20]
to redirect users to their respective containers as needed.
Shiny Proxy also supports load balancing [43] via com-
munication with the Docker API, as well as collabo-
ration with Docker Swarm in cases where scaling [43]
number of concurrent users is critical. Furthermore, the
data encryption issue also is addressed [20] and SSL
certificate application is supported. With this approach,
we can have enterprise-level functionality while still
using opensource technologies. At the time this paper
was written one can find several solutions of hosting
Shiny apps with docker and Shinyproxy.

Hosting in cloud environments
Of course, there is also the ability to host a Shiny

app into a PaaS (platform as a service) cloud computing
environment. Companies like Amazon, Digital ocean
etc. provide all necessary components to share your
Shiny apps with stakeholders. In addition, the popular-
ity of Shiny apps has led them develop products such
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Fig. 1. Selecting categories in the tab “select and compare data”.

as “one-click-installation” droplets that has to do with
Shiny hosting. Deployment in Heroku is also popular
which is a PaaS suitable for running containerized apps.

4. Application

Demo of a Shiny application in Docker and Shinyproxy
This section presents a trial application that we cre-

ated to illustrate the whole workflow (development and
hosting) in which this research is focused on. In the
hosting part of the workflow, Shinyproxy and Docker
approach was used as the most proper one for Research
and Development uses whilst not being compromised
anything in terms of software engineering principals.
Code of demo app is available in https://drive.google.
com/drive/folders/199UekXOk83rehvlcIQ8ZR_BQvK
zD5P_d?usp=sharing (corresponding files are appfi-
nal.R and data.xlsx). At any case in order to success-
fully run the app please ensure that you’ve downloaded
these two files in the same folder of your system.

In order to implement this workflow, first of all we
build the shiny app following guidelines mentioned in
Section 3.1 of the present manuscript. Next we used a
linux ubuntu server 22.04 version in order to deploy the
other components that are required in order to impleme-
nent the proposed workflow. Then, docker software and
shinyproxy software were also installed in the system.
Then, we used the image of openanalytics/r-ver:4.1.3
in order to build the docker image and then running
the corresponding docker container while also we used
an (.yml) file to provide guidelines to shinyproxy in
explain to it how to proceed as a proxy middleware
and split each user to a different docker container that
contains our app. Next, we installed upon them a Nginx
http web server to operate as a proxy to our inner infras-

tructure. In order to provide more security to our work-
flow at the top of it we also installed an SSL certificate
from Let’s Encrypt service [36].

The application concerns business demography data
based on the Statistical Business Register and allows
the user to track enterprises’ population changes by
sector of activity and time period (per quarter). The app
has the predefined layout of a Shiny app with panels
and tabsets. There is also a link “for mobile version”
because shinyproxy, even though shiny app is build on
bootstrap framework that is already in responsive mode,
puts apps in frames that eliminates at first place the
existence of bootstrap CSS framework. The application
contains pre-installed data that the user can process.
After the initial connection to the system the user can
choose between 3 different options. The first is located
in the “select and compare” tab and enables the user
to select one or more quarters to dynamically create a
table to compare the results. The panel can be filtered
so that the user can focus on the information desired
for him. These are shown in Figs 1 and 2. The second
option of the application is for the user to select the
“visualize” tab. In this tab, the user can select a specific
quarter from the available quarters of the example and
receive an interactive graph in which by moving the
pointer of his cursor he can see additional information
about each point, such as the coordinates of the point
in the scatter chart that is dynamically generated on the
screen. The same diagram allows the user to use his
cursor to select subareas of the chart and enlarge the
information corresponding to them. Also through the
options of the chart he can take a snapshot and save
it to his computer as an image file. This diagram as
well as the rest of the application’s visualizations are
implemented with the plotly library [20]. The above
are presented in Figs 3–5. Finally, the user can select
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Fig. 2. Filtering data of a column in the tab ”select and compare data”.

Fig. 3. Visualizing enterprises’ information by a specified quarter.

Fig. 4. Magnified sub area with its points.
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Fig. 5. Taking snapshot of the diagram.

Fig. 6. Selecting quarters and starting animation.

Fig. 7. Selecting specified number of categories.
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Fig. 8. Selecting specified categories.

the “animate and compare” tab in which the user can
select quarters from the corresponding dropdown menus
to compare them in an animated way. To launch the
animation, it is enough for the user to press the relevant
“play” icon located on the “play animation” slider. In
this way, it will launch the animation which in each
frame adds the number of businesses of a new category
of businesses. The animation can be discontinued at any
time and act as a selector to display a certain number
of categories and view the corresponding data for their
businesses. In addition, the user by clicking with his
mouse pointer on one or more categories can isolate the
subset of the categories for which he wishes to receive
the corresponding data for their businesses. These can
be seen in Figs 6–8.

So with the three different options, the application
presents our data at the same time as either a dy-
namic interactive whiteboard, or as a dynamic interac-
tive graph, or as a dynamic interactive animation.

For the creation of the app we used a number of R
libraries [24,28,37–40].

You can also find a working version of the above
app using the Docker and Shinyproxy approach at:
https://experimental.statistics.gr.

5. Conclusions

Web apps in R programming through the “Shiny”
package has gained over the recent years strong popu-
larity while also attention on how production level apps
could be generated from it has been paid.

The use of web applications that allow a user to have
tailor-made access on statistics with an interactive dash-

board containing the results of a statistical survey can be
a disseminating complement and increase public aware-
ness of National Statistical Institutes’ (NSIs) surveys.
Consequently, improving communication and dissemi-
nation of statistical data can improve the relevance of
services provided to citizens/stakeholders. In this paper,
we reviewed specific aspects of the literature concern-
ing “Shiny” apps and demonstrated how to create and
host applications with the R programming language.
We presented how a non-expert in web application pro-
gramming can create an original application that dis-
plays the results of a survey by defining the basic fea-
tures and functions of this library. We then researched
and compared various methods for hosting such an ap-
plication depending on the factors expenses, security,
hosting type, authentication and authorization. All the
above used the most updated sources at the time this
paper was written. We also implemented an opensource
pipeline based on Linux Ubuntu server, Docker soft-
ware and Shinyproxy software to host our containerized
application according to what we have mentioned on
“hosting a shiny app” section. Shiny however has its
own limitations in software engineering since R is not a
fast language by nature but on other hand users can be
extremely benefited from the R’s versatile environment
with loads of sophisticated statistical analysis methods.
In our next research steps, we will investigate how this
pipeline can be enriched with the addition of an API
functionality so that users can ask for data from a set
of different data formats (e.g spreadsheets, JSON etc.).
Finally, we will keep evolving our apps in a packaged
environment though packages such as golem [41] and
rhino [42].
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